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ABSTRACT
As the number of mobile apps increases rapidly, many users may install dozens of, or even hundreds of, apps on a single smartphone. However, many apps on the same phone may contain similar or even the same feature, resulting in feature redundancy. For example, multiple apps may check weather forecast for the user periodically. Feature redundancy may cause many undesirable side-effects such as consuming extra CPU resources and network traffic. This paper proposes a method to identify common features within an app, and evaluated it on over four thousand popular apps. Experiments on a list of apps installed on actual smartphones show that the extent of feature redundancy is very high. We found that more than 85% of user smartphones contain redundant features, while in extreme cases, some smartphones may contain dozens of apps with the same feature. In addition, our user surveys found out that about half of the redundant features are undesirable from the end users’ perspective, which indicates that feature redundancy has become an important issue that needs to be investigated further.
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1 INTRODUCTION
With the prevalence of smartphones, new mobile applications (apps for short) have been developed and released at a dramatic speed. The number of apps in both Apple App Store and Google Play has surpassed the two million mark in 2016, while the number of apps in Google Play has reached three million in 2017. The total number of app downloads in Google Play and App Store worldwide was at 27 billion in the final quarter of 2017, according to App Annie.

With so many apps available for downloading, and most of them free, most smartphone users have installed dozens, or even hundreds of, apps on their smartphones. According to the Yahoo Aviate study in 2014, Android users have an average of 95 apps installed on their phones [29].

At the same time, many apps tend to include more and more features in a single app. A popular weather app may evolve into an “all-around” app with all kinds of features including news feed, app management, schedule management, map and navigation, etc. This phenomenon has sometimes been designated with the term software bloat or “bloatware”.

As there are many apps installed on a smartphone and some of these apps may contain features not designed as their main feature or functionality, it becomes inevitable that some of the features in these apps may become redundant. For instance, a user may install multiple apps that check weather forecast periodically on his/her smartphone. In this paper, we refer to this phenomenon as feature redundancy.

Feature redundancy not only takes up valuable memory and space on the phone, it may also cause other undesired side-effects such as wasted CPU, network traffic and extra battery consumption. Having more than one apps checking weather forecast information for the same user on the same smartphone is potentially a waste of network data traffic and battery consumption. The situation becomes worse if there are not only a few, but more than a dozen apps, doing the same things over and over again.

The goal of this paper to identify redundant features from the installed apps and understand the extent of feature redundancy on a smartphone. We first present a simple NLP-based method to identify common features from an Android app, and then evaluate the method on a set of popular apps. Once we successfully uncover the features within each app, we can study the extent of feature redundancy with a collection of used/installed apps from real smartphones.

Our first challenge is how to uncover the features provided by each app. As many features are not advertised in an app’s description, we cannot trust feature identification based on app descriptions. Thus, we propose a feature identification method based on the UI resources in each app’s installation package. We use a simple NLP-based method to form a list of keywords related to each feature, and developed a taxonomy of six common features with their corresponding...
keywords. With this taxonomy, feature identification has been transformed into a keyword-matching problem.

We evaluated the feature identification algorithm on a set of popular apps downloaded from both Google Play and a popular third-party market. Out of the 4,000 apps, we have identified more than 3,200 instances of the six popular features we studied. About 22% of the studied apps contain more than one potentially redundant features. Manual examination on a list of 50 top apps shows that the algorithm achieves a precision of almost 90%.

In order to evaluate the extent of feature redundancy, we use two sets of real-world user data: a large-scale used app list of 600,000 users from a popular app market, and an installed app list collected from 87 volunteers. When considering the large-scale dataset with used apps, we found that more than 85% of smartphones contain potentially redundant features, while 71% of them contain more than one types of potentially redundant features. When we consider the small-scale dataset with installed apps, the extent of feature redundancy becomes more severe, as 86 out of the 87 users contain some kinds of potentially redundant features, while more than 60% of these smartphones include all six redundant features.

We also designed a user study to ask users to indicate which features are unnecessary for each app. The survey result shows that 45% of the features surveyed are not desired from end users’ perspective. The most undesirable features are schedule, app management, and email/messaging services. Many users do not realize what kind of features are contained in each app, thus do not understand the severity of feature/function redundancy. Once they are presented with the information on potentially redundant features on their smartphones, many of them are surprised and want to know what they can do to reduce the level of redundancy. Thus we also discuss possible mitigation methods to remove/reduce some of the redundant features.

This paper makes the following key contributions:

- To the best of our knowledge, this is the first work revealing and demonstrating the prevalence of the problem of feature redundancy in mobile apps installed on Android smartphones.
- We propose a method to identify common features within an Android app. The method has been evaluated on more than 4,000 popular apps, with an identification accuracy of about 90%.
- We conduct a study on the extent of redundancy in real user data. The study shows that feature redundancy widely exists in the real world, with about 85% of the users having some kind of potential feature redundancy on the apps installed on their phones.

2 BACKGROUND AND RELATED WORK

2.1 Android Apps

Android has become the most widely used mobile platform for smartphones. At the same time, Android apps have been developed at a rapid speed. The number of Android apps has been increased much faster in recent year: from one million to two million in almost three years, while from two million to three million in a little over one year [28].

Users install apps to use various features, while the features are programmed by app developers. Some features are user-driven, which are activated upon user interaction and deactivated once the session ends, such as “making a phone call”, “sending a text message” and “searching the web”. Other features are not driven by user interaction, instead they periodically run in the background and notify users if necessary, for example a weather feature needs to continuously fetch weather data and tells the user about weather changes in (almost) realtime.

Users interact with Android apps through user interfaces (UI). The UI of an Android app reflects the features in most cases. In particular, the text found in UI often represents the features in an app. For example if there are words like “forecast”, “sunny” and “temperature” in the UI, it may indicate that the app owns a “weather” feature.

2.2 App Bloat

Software bloat is a process where successive versions of a computer program become perceptibly slower, use more memory, disk space or processing power than the previous versions [34]. It is originally a problem found in Windows PCs, and now become an increasingly important problem in mobile devices as well [27].

Modern mobile systems are designed to prevent bloat, as it allows apps to share data with each other easily (for example using Intent [8] in Android). Mobile apps should be lightweight and streamlined for its own tasks, while ideally many small apps work together to complete complex tasks.

However, the software bloat problem also exists in the mobile platforms. Due to security concerns or financial considerations, many mobile app developers are adding more and more features to their own app, instead of making use of the existing (same) features in other apps.

App bloat is one of the main causes of feature redundancy. For example, app updates should be controlled by Google Play [33], so that only Google Play needs to check for updates of all the installed apps in the background. However, in order to be compatible with devices without Google services, many apps choose to check their update schedule separately. Thus it is quite common that many installed apps on a smartphone having a redundant “app management” feature, which means that they may waste resources to check individually whether their apps have a new version to download.

2.3 Feature Location/Extraction

Inferring and understanding the feature of code/software has been a popular research topic in the software engineering research community for a long time.

Feature location, which is known as the process of identifying an initial location in the source code that corresponds to a specific functionality, has been one of the most important and common activities performed by
programmers during software maintenance and evolution [9]. There are mainly three types of analysis methods for feature location: dynamic, static and textual analysis.

Dynamic analysis examines the code traces that are actually executed at runtime, and then binds them with features observed. The code traces can be compared to each other in order to find feature-specific code [10, 35]. Static analysis examines the internal structure of programs like control or data flow dependencies. This is typically how feature locations are manually done: programmers jumps between files according to module dependencies [4]. Textual analysis infers the feature of code pieces by the naming information. Common machine learning and information retrieval techniques are used in textual analysis.

Approaches targeting traditional software mainly make use of text processing techniques such as LSI (Latent Semantic Indexing) and LDA (Latent Dirichlet Allocation) to determine the features in a software based on the textual information in code. For example, Mudhblue [16] and Tian et al. [30] use LSI and LDA, respectively, to automatically categorize the open-source repositories, regarding a software system as a document and an identifier as a word. Similarly, Kuhn et al. [17], Baldi et al. [2] and Maskeri et al. [23] proposed text-based methods to extract topics from code.

However, in modern software such as Android apps, textual information in code is often obfuscated in released versions. Researchers have explored other methods to infer the features within Android apps. Kanda et al. [15] extract features from source code of Android apps based on the pattern of API usage; WHYPER [24] makes use of app descriptions in market to infer the purpose of permission uses; Lin et al. [21] introduced the idea of inferring the purpose of permission by analyzing what third-party libraries an app uses; DroidJust [6] categorized the functionality of apps to different states based on the output events sensed by users.

Another similar line of work is the detection of cloned/repackaged Android apps, such as DroidMOSS [37], DNADroid [7], or WuKong [32]. However, they are typically more coarse-grained than feature identification, as they mostly focus on detecting the similarity of whole apps, instead of components within them.

In contrast to these related work, we detect the features of Android apps based on the textual information extracted from user interfaces, which reflects the app’s actual behavior and cannot be obfuscated.

2.4 Redundant Operations on Devices

Redundant features often lead to redundant operations on smartphones, especially for the features with regular background tasks. Taking app management for an example, if every app checks their update schedule separately, it is a big waste of resource and energy. Apple requires all apps to be downloaded and updated though its official App Store. While Google recently also changed its policy to require all apps uploaded to Google Play update themselves through Google Play, many apps still prefer managing updates themselves.

Research has shown that redundant background tasks could waste battery [1, 5, 22, 31], produce unwanted network traffic [25] and leak users’ privacy [13, 36]. Although there are a set of tools that can help kill the background tasks (task killers), the killed background processes may restart again and again by listening to some certain system events [11], thus even more resources might be consumed.

Many approaches have been proposed to reduce the resource consumption of redundant features. Some of them [3, 5, 12, 31] focus on optimizing background network traffic, such as grouping network traffic to save power. TAMER [22] controls the background activities that hold resource unnecessarily by monitoring, filtering, and rate-limiting. DefDroid [14] considers the continuous background behaviors in general as Disruptive App Behavior (DAB) and implemented a system to control the behaviors. ZipDroid [26] identifies the infrequently-used apps and disable them automatically to save smartphone resources. Li et al. [19] introduces a method to instrument mobile apps automatically to save sensor-related redundant behaviors.

We will talk about mitigating methods in Section 6, where some of these techniques will be useful.

3 FEATURE IDENTIFICATION IN MOBILE APPS

3.1 A Taxonomy of Features

Although feature location/identification has been studied extensively in the community, there is no well-established definition on exactly what is a feature, especially when we need to determine the granularity of a feature. In this paper, we do not attempt to solve this issue and give an exact definition of feature. Instead, we define a set of criteria based intuition and heuristics, which will be used when deciding the set of features we will study in this paper. Specifically, we chose features based on the following criteria:

- Features in our study must be widely used features such as weather or app management, such that these features are needed on most smartphones.
- These features may be included in apps that are not designed for its main purposes. For example, although many apps are not originally designed for weather, they may include weather as an extra feature. Typical apps fitting into this description include browsers, map services, travel services, etc.
- The features may incur overhead or cost in resources or battery if they are redundant. Take weather as an example, multiple apps checking weather information periodically will incur undesirable side-effects.

Based on these criteria, we surveyed a list of top apps and selected the following six common feature:

- Map/location: providing mapping, navigation and location-based services;
- Schedule: providing calendar, reminder, event management services;
Table 1: A taxonomy of features and keywords.

<table>
<thead>
<tr>
<th>Feature</th>
<th>Keywords</th>
</tr>
</thead>
<tbody>
<tr>
<td>map/location</td>
<td>topo locu maquest googlemap topograph placemark zoom locat map</td>
</tr>
<tr>
<td>schedule</td>
<td>appoint calend remind alarm event agenda allday weekday calendar schedule</td>
</tr>
<tr>
<td>app management</td>
<td>uninstall download upgrad reinstal apk manage update install</td>
</tr>
<tr>
<td>weather</td>
<td>forecast timeweath accuweath foggi rain weather</td>
</tr>
<tr>
<td>news</td>
<td>feed newsfe hottest artic newsletter news</td>
</tr>
<tr>
<td>email/messaging</td>
<td>mailbox sent unread draft sender mail trash inbox spam outbox</td>
</tr>
</tbody>
</table>

- **App Management**: providing app search, download, update, installation service, including the update of the app itself;
- **Weather**: checking and displaying weather forecast information;
- **Email/messaging services**: sending and receiving emails/messages;
- **News**: checking and displaying news articles or feeds.

All these six features satisfy the requirements we mentioned above. They are common features that are needed by most users, while their functionality requires checking remote web services regularly or performing periodical operations. If any of these features are redundant on a smartphone, they may cause potential waste of valuable resources and battery.

### 3.2 Feature Identification Method

Identifying features and functionalities within an app is a difficult task, even with source code available. We face more challenges when identifying features from Android apps because many names are obfuscated in a majority of apps, thus it is difficult to gain enough information through analyzing the (de-compiled) code directly. As a result, although we have tried different methods in our attempt, including static code analysis and machine learning on string sets, as well as dynamic techniques involving screenshots, none of these approaches can predict the features within Android apps accurately.

In this paper, we propose a keyword-based method to identify the features in Android apps. Our method is based on the insight that the user interface (UI) of an Android app often reflects the features within the app [18], particularly the UI text, which is closely related to the features. Moreover, unlike the identifier names in code which could be easily obfuscated, the UI text, which will be presented to end users, cannot be obfuscated. Thus our goal is to uncover the features of an app by matching the keywords related to each feature.

#### 3.2.1 Main Idea

The main idea of our method is considering each app as a document with its UI text as the content. Thus the problem of feature identification becomes similar to extracting topics from documents.

Given an app, if a feature is included in the app, there must exist some keywords related to that feature. For example, if an app provides the “Weather” feature, there must exist some keywords like “forecast”, “foggy” and “rain”, etc., which might be used to display the weather information. Whether a feature is included in an app can be determined according to whether there are enough feature-related keywords appearing in the app’s UI text.

Our method can be summarized in three steps:

1. **Extracting the UI text.** We make use of existing reverse-engineering tools to decompile Android apps and extract the UI text. With the UI text, each app is converted to a text document.
2. **Generating a keyword list for each specific feature.** For each feature, we manually pick one or two keywords intuitively, and expand to more keywords based on the UI text extracted from a large set of apps in step 1.
3. **Identifying the features within apps.** With the list of keywords for each feature generated in step 2, we identify the features of an app by matching the keyword list of each feature. A feature is identified in the app if we can find enough related keywords in the app.

The process of feature identification is shown in Figure 1. We first learn the keywords for each feature through a list of apps downloaded from Google Play. After keyword sets are collected, we identify features from each app by matching the words in its UI text with the keywords we have compiled. Next we will describe each of the steps in detail.

#### 3.2.2 UI Text Extraction

The UI of an Android app is mainly programmed with the XML format under the layout directory. The strings used in the layout XML, which are the content of views in the UI, are stored in the resource files of the APK, and also represented in the XML format.

We make use of an existing reverse-engineering tool apktool\(^1\) to obtain the resource files, and extract the key-value pairs from the res/values/string.xml file, which is the source of the app’s word set. The keys of the pairs are the definitions of each string, which represent the developers’ perspective of the UI. The values will be presented in the actual UI, which are what users will see. Both the keys and values are useful text resources used in our approach.

#### 3.2.3 Keyword Generation

We use word2vec\(^2\) in our keyword generation phase. Given some text data as a set of ordered word sequences, word2vec generates an N-dimension vector for every single word in the text data, where the vectors of words having similar meanings remain closer in the N-dimension space. Based on the vector set, we build a most-similar keyword set starting from one or two words.

Similarly, we can generate a keyword set for each specific feature. First we extract the string key-value pairs from the decoded files (res/values/string.xml) of over 13,000 apk

\(^1\)https://github.com/iBotPeaches/Apktool

\(^2\)https://github.com/danielfrg/word2vec
files from Google Play (which were crawled during our previous work [18]) as the set of ordered word sequences. Next, we perform some cleaning to the sequence set, such as breaking down the identifiers with camel case and underscore-connected naming to a word list, filtering out stop-words and words with lower tf-idf, stemming, etc. Then we put the sequence set as the training data into word2vec.

Next, for each specific feature, we intuitively pick one or two words as the starting keyword set, then get a larger keyword set using word2vec. Finally, we manually removed some common words from the keyword sets because some of them hardly represent any meaningful features. The resulting keywords for each feature are listed in Table 1.

3.2.4 Feature Identification. To identify features in an app, we first extract a word set from the UI text, and perform the cleaning similar to the keyword generation phase. Then for each feature, we find the words appearing both in the feature’s keyword set and the app’s word set. A feature is found in an app only when the number of matched keywords is greater than a threshold, which is heuristically set as 3, based on our manual examination on some top apps.

3.3 Experimental Setup

We have downloaded a list of popular apps to evaluate the feature identification method. The apps are downloaded from two app stores: the official Google Play market and a popular third-party market CoolAPK\(^3\). We downloaded more than 2,000 apps from each market and use a list of around 4,000 apps in our study after identical apps are removed based on their package names.

The statistics of these apps are shown in Table 2. Note that during the evaluation process, we have used a different set of apps from the list of apps used to build the keyword list. Besides Google Play, we also included about 2,000 apps from a popular app market in China, because the users in our user study (Section 4) are mainly from China.

3.4 Results and Analysis

We run the feature identification method on all 4,000 apps and get the list of features detected in each app. The results are shown in Figure 2.

Overall, we have detected that over 22\% of apps contain the “schedule” feature, while almost 17\% of apps contain the “app management” feature. “Weather” is also a popular feature in about 12\% of the apps, while “news” only resides in about 5\% of all the apps. In total, we detected more than 3,200 features, averaging about 0.8 features for each app.

3.4.1 Accuracy. We evaluate the accuracy of the feature detection method through manually confirming each and every feature detected using our method. Because it is

\(^3\)http://coolapk.com

---

Table 2: The number of apps used in our study.

<table>
<thead>
<tr>
<th>App Market</th>
<th># of Apps</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Google Play</td>
<td>2127</td>
<td>Most popular Android apps from different categories.</td>
</tr>
<tr>
<td>Cool APK</td>
<td>2169</td>
<td>Top downloaded Android apps based on market rankings.</td>
</tr>
<tr>
<td>Total</td>
<td>4059</td>
<td>Note that duplicated apps from two stores are removed.</td>
</tr>
</tbody>
</table>

Figure 2: The number of apps detected with each feature from 4,059 apps.
impossible to know the exact number of features within each app, we only evaluate the precision of our detection algorithm, leaving recall as future work.

We have evaluated the feature identification results for 50 popular apps based on the download statistics from CoolAPK manually. For each feature detected in an app, if there is any doubt whether the feature actually resides in the app, we check the data manually, then confirm whether it is a correct detection based on reading app description, running the app manually and checking the reasons why it is detected (whether the keywords are used for other purposes).

The evaluation results are shown in Figure 3. We show for each app all the features detected and whether it is correct or incorrect. We also summarize the overall detection accuracy data in Table 3. For all the 94 features identified from these 50 apps, 89% of them are correctly identified. Our detection algorithm is perfect on “schedule” and “news”, while only 82% precision on detecting the “weather” feature. The algorithm is imperfect on “map/locatin” with 85% precision.

Figure 4 shows the distribution of the number of features detected in each app. any of the six feature from just over 50% of the studied apps. Almost 22% of all the apps (900 apps) contain more than two features, while about 4% of the apps (150 apps) contain more than four features.

3.4.3 Feature Overlapping. We then examine how features overlap with each other in Table 4. For all apps detected with each feature (in each column), we show how many of other feature (in each row) can be detected in these apps. Overall, the overlapping rate ranges from 10% to 49% for any pair of the six feature. Take weather as an example, for all 475 apps containing the weather feature, 215 (45.3%) of them contain “schedule”, while 140 (29.5%) of them contain “app management”. Some of the features overlap heavily with each other. For example, “schedule” has a high overlapping rate with “email/messaging”, and vice versa. In contrast, “news” and “map/locatin” has a very low correlation, with their overlapping rate lower than 15% in both directions.

4 UNDERSTANDING FEATURE REDUNDANCY

With the list of features identified from over 4,000 popular apps, we then study how these features distribute on the apps installed on smartphones used by real users.
Table 4: The number (and percentage) of apps overlapping with other apps. Each cell shows the number (and percentage) of each feature (in each column) in the apps containing another feature (in each row).

<table>
<thead>
<tr>
<th></th>
<th>map/location</th>
<th>schedule</th>
<th>app manage</th>
<th>weather</th>
<th>news</th>
<th>email/messaging</th>
</tr>
</thead>
<tbody>
<tr>
<td>map/location</td>
<td>249 (100%)</td>
<td>109 (12.0%)</td>
<td>93 (12.9%)</td>
<td>84 (17.7%)</td>
<td>29 (14.0%)</td>
<td>84 (12.7%)</td>
</tr>
<tr>
<td>schedule</td>
<td>109 (43.8%)</td>
<td>911 (100%)</td>
<td>245 (33.9%)</td>
<td>215 (45.3%)</td>
<td>97 (46.9%)</td>
<td>321 (48.6%)</td>
</tr>
<tr>
<td>app manage</td>
<td>93 (37.3%)</td>
<td>245 (26.9%)</td>
<td>723 (100%)</td>
<td>140 (29.5%)</td>
<td>61 (29.5%)</td>
<td>237 (35.9%)</td>
</tr>
<tr>
<td>weather</td>
<td>84 (33.7%)</td>
<td>215 (23.6%)</td>
<td>140 (19.4%)</td>
<td>475 (100%)</td>
<td>46 (22.2%)</td>
<td>108 (16.3%)</td>
</tr>
<tr>
<td>news</td>
<td>29 (11.6%)</td>
<td>97 (10.6%)</td>
<td>61 (8.4%)</td>
<td>46 (9.7%)</td>
<td>207 (100%)</td>
<td>95 (14.4%)</td>
</tr>
<tr>
<td>email/messaging</td>
<td>84 (33.7%)</td>
<td>321 (35.2%)</td>
<td>237 (32.8%)</td>
<td>108 (22.7%)</td>
<td>95 (45.9%)</td>
<td>661 (100%)</td>
</tr>
</tbody>
</table>

Table 5: The different sets of users in our study.

<table>
<thead>
<tr>
<th>Set</th>
<th>#Users</th>
<th>Types</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>600,000</td>
<td>used</td>
<td>Users randomly taken from the stats of a popular app market</td>
</tr>
<tr>
<td>B</td>
<td>60,000</td>
<td>used</td>
<td>Top 10% of the users in Set A according to the number of apps used</td>
</tr>
<tr>
<td>C</td>
<td>87</td>
<td>installed</td>
<td>App lists collected from recruited volunteers</td>
</tr>
</tbody>
</table>

4.1 Experimental Setup

4.1.1 Datasets. We use three sets of data in our study:

- **Set A.** One set of data is from a popular Android app market4, which includes the list of apps used by each smartphone user during the period of one week. The data includes used app lists from 600,000 users.
- **Set B.** Heavy users from Set A. Because many users may not use many apps within one particular week, while users typically use fewer apps than the installed apps on their phones, we choose the top 10% of the users in the first dataset as the heavy users and study the extent of feature redundancy on these users. The dataset consists of 60,000 users and we expect that they can represent the typical heavy users with higher redundancy than Set A.
- **Set C.** Another set of data is collected with a simple Android app retrieving the list of apps installed on a smartphone, which was designed by ourselves. The users we recruited are mostly volunteers from universities. Most of them are college or graduate students, such that they know basic information on app features and are thus capable of answering a simple survey on whether these features are necessary for each app. We have recruited 87 volunteers who have returned valid app lists in this dataset.

Table 5 shows the details of the three sets of users. Note that there is one key difference between Set A/B and Set C: the first two datasets include only those apps used by each user during a certain period, which are fewer than the apps actually installed on the devices. Thus we use the third dataset to represent all the apps installed on each phone in the real world. Although the scale of the third dataset is pretty small, it will shed us insights on the scenario in reality.

4.1.2 Dataset Comparison. Figure 5 shows the difference in three datasets. In Set A, we can see that about half of the users have used fewer than 50 apps, while 90% of the users have used fewer than 90 apps during the period. In comparison, 90% of all users from Set C have installed more than 150 apps (many of them are pre-installed apps by the phone manufacturer), while 10% of the users have installed more than 350 apps!

Although the number in Set A is much lower than the statistics in Set C, the apps used by the users are typically popular apps. Many apps installed on smartphones may never be used, but they may contain redundant features and cause undesirable side-effects as well.

Set B was taken from the top 10% of the users in Set A, so all users in Set B have used at least 90 apps. Although we cannot retrieve a large number of installed app lists from real users, we expect that users in Set B can closely emulate a large set of installed apps from real users as in Set C.

4.2 Redundancy Calculation

In order to examine whether there are redundant features on a smartphone, we compare the list of apps on each smartphone with the list of 4,000 apps we have already studied in the last section. For each user, we record the features identified in all the apps matching the list of apps in our repository. We then count for each feature, how many of them can be found on every smartphone. If more than two apps contain

---

4http://www.wandoujia.com. All user identities are anonymized and appropriate measures are enforced to protect user privacy.
Table 6: Distribution of the number of features on each smartphone.

<table>
<thead>
<tr>
<th>Feature</th>
<th>Set A</th>
<th>Set B</th>
<th>Set C</th>
</tr>
</thead>
<tbody>
<tr>
<td>map/location</td>
<td>1.13</td>
<td>3.65</td>
<td>3.80</td>
</tr>
<tr>
<td>schedule</td>
<td>2.38</td>
<td>5.96</td>
<td>7.70</td>
</tr>
<tr>
<td>app manage</td>
<td>5.19</td>
<td>11.80</td>
<td>12.02</td>
</tr>
<tr>
<td>weather</td>
<td>2.07</td>
<td>4.63</td>
<td>4.82</td>
</tr>
<tr>
<td>news</td>
<td>1.48</td>
<td>3.63</td>
<td>2.40</td>
</tr>
<tr>
<td>email/messaging</td>
<td>2.75</td>
<td>7.05</td>
<td>8.47</td>
</tr>
<tr>
<td><strong>Average</strong></td>
<td><strong>2.50</strong></td>
<td><strong>6.12</strong></td>
<td><strong>6.54</strong></td>
</tr>
</tbody>
</table>

4.3 Results and Analysis

4.3.1 Overall Results. Table 6 shows for each feature, the average number of apps containing that feature found for all users in each dataset.

For all datasets, we can see that “app management” is the most redundant feature, averaging between 5 to 12 in the three datasets. The reason is because that Android apps installed from third-party markets or even the app’s own websites typically check updates themselves. For one extreme case, we found over 100 apps containing app management features on a single smartphone.

“Weather” can be found on an average 2 to 5 apps on each smartphone, which is consistent with our intuition. “News” and “map/location” are the least popular among the six features across all the three datasets. However, these two features can also be sometimes very redundant on many smartphones, as we will show later.

When comparing the three datasets, because Set A includes only the list of apps used by the users during a certain period, instead of all the apps installed, the extent of feature redundancy is much lower compared to real world scenarios in Set C. However, when we choose the top 10% heavy users from Set A (to form Set B), the extent of redundancy is very close to the level of redundancy in Set C.

Table 7 shows the number of users with different numbers of redundant features from the three datasets. More than 85% of users from Set A contain at least one redundant feature on their phones, while all but one user (more than 98%) from Set C contain at least one redundant feature. Almost all users from Set B contain feature redundancy; it is not surprising because the users are top users selected from Set A.

More than 71% of all users from Set A contain multiple redundant features, while almost 18% of users contain all six redundant features. For Set C, 88% of all users contain more than five redundant features, while 61% of all users contain all six redundant features. When we consider only users with five or six redundant features, Set B has similar distribution to Set C, with 71% of user with six redundant features and 88% with five or more redundant features.

4.3.2 Feature Distribution. Figure 6 shows the detailed distribution of each feature for the three datasets. All figures shown here are cumulative distribution functions (CDF) according to the number of features on each smartphone.

“App management” is obviously the most redundant feature, with more than 20% of the users from Set C having more than 16 apps with “app management” functions. “Schedule” and “email/messaging” are closely behind, with more than 20% of the users from Set C having more than 12 redundant apps with each feature. The other three features are less redundant, but still having 20% of the users with more than 5 apps for each feature.

When we compare the difference between different sets, users from Set A obviously having the least redundancy for all six features. However, comparing Set B and Set C seems very interesting. Although Set B and Set C are very close in their redundancy distribution, there are some obvious differences in particular cases.

When we look at the features including “map/location”, “app management” and “weather”, their distributions are almost the same for Set B and C. For “schedule” and “email/message”, the redundancy in Set C is obviously higher than in Set B, which indicates that many scheduling or messaging apps are not used very often. In contrast, the redundancy in “news” for Set B is higher than in Set C, which is counter-intuitive, but can be explained as well: (1) news apps installed on a smartphone are frequently used; or (2) fewer news apps are pre-installed by manufacturers.

5 USER SURVEY

After we identified the features on mobile apps, we then perform a simple user survey, asking each user to indicate which features they think are unnecessary for each app. We ask each user to provide their opinion on at most 10 apps.

Figure 7 shows two screenshots from the survey app. We first show the redundancy detection results, listing apps for each redundant feature. Then we ask the user to answer which features they deem as unnecessary, chosen from a list
of features identified for popular apps. The features used in
the survey are mostly top apps shown in Figure 3, where
incorrect predictions are removed to improve the credibility
of the survey.

The survey results are shown in Table 8, which shows the
number of features listed in the questions and the number
of features indicated as unnecessary. Overall, out of 1,336
features surveyed, users selected about 45% of them as
unnecessary. For features such as “schedule”, about 65%
of the occurrences are deemed as unnecessary by users, while
for “map/location”, only 16% are considered as unnecessary.

The user responses confirm our speculation on the extent
of redundancy existing on real smartphones. About half
of the features we studied on smartphones are considered
as redundant by users, especially those features involving
scheduling, app management, email/messaging, and news
services. Many users are surprised to find out that there are
so much redundancy on their smartphones and suggest that
these redundant features should be removed or consolidated.

### 6 DISCUSSIONS

#### 6.1 Threats to Validity

**Feature definition.** As mentioned earlier, it is difficult to
define what exactly is a feature. We did not attempt to
give a definition, instead we compile a list of six common
functionalities that we believe are important features, and
studied them in popular Android apps. Some of these features
are obvious, such as checking weather or app management.
However, some of them are not so obvious. For example,
“map/location” is probably too general as it covers many
different functionalities in mobile apps. We realize this might
be an issue and hope to clarify these in future study.

**Feature detection algorithms.** We understand there
are limitations in the simple keyword-based method used in
feature detection. However, we have tried many other feature
detection methods that involve both static analysis and
dynamic analysis, none of them have produced better results
as redundant by users, especially those features involving
scheduling, app management, email/messaging, and news
services. Many users are surprised to find out that there are
so much redundancy on their smartphones and suggest that
these redundant features should be removed or consolidated.

<table>
<thead>
<tr>
<th>Feature</th>
<th># Asked</th>
<th># Selected</th>
<th>%</th>
</tr>
</thead>
<tbody>
<tr>
<td>map/location</td>
<td>188</td>
<td>30</td>
<td>16.0%</td>
</tr>
<tr>
<td>schedule</td>
<td>302</td>
<td>196</td>
<td>64.9%</td>
</tr>
<tr>
<td>app manage</td>
<td>386</td>
<td>220</td>
<td>57.0%</td>
</tr>
<tr>
<td>weather</td>
<td>109</td>
<td>38</td>
<td>34.9%</td>
</tr>
<tr>
<td>news</td>
<td>116</td>
<td>59</td>
<td>50.9%</td>
</tr>
<tr>
<td>email/messaging</td>
<td>235</td>
<td>122</td>
<td>51.9%</td>
</tr>
<tr>
<td>Total</td>
<td>1,336</td>
<td>665</td>
<td>45.9%</td>
</tr>
</tbody>
</table>

#### 6.2 Future Work

- Define what exactly is a feature.
- Improve feature detection algorithms.
- Conduct more surveys to confirm the redundancy.

Figure 6: Distribution of redundancy for each feature in different datasets.

Figure 7: Screenshots of the redundancy report result page and the survey questions.

Table 8: Results from user survey, showing the number of features users selected as unnecessary.
than our current approach. As a matter of fact, we believe accurate feature location in software is still an unsolved issue, which requires more attention in our community.

**Dynamic features.** During feature identification, we can only detect features residing in UIs written in static code. However, many mobile apps nowadays are loaded dynamically or relying on WebView or HTML5. For example, we did not find any of our features from a popular messaging app WeChat, because most of its features are dynamically loaded during runtime. Many other apps load their main features from web servers. In order to detect features from these apps, we need to incorporate dynamic analysis techniques in the process, using tools such as Monkey or DroidBot [20].

### 6.2 False Redundancy

Even though we can identify that multiple occurrences of the same feature reside on one smartphone, it is sometimes difficult to tell whether these features are really “true” redundancy. Take weather as an instance, users might intentionally install multiple weather apps for special purposes. For example, people living in extreme climates or professional surfers or mountain climbers may in fact check many different weather apps on a regular basis.

This issue brings two implications: (1) Not all redundancies are bad or undesired redundancies. As indicated from our user survey, around 45% of the redundancies we have found are “true” redundancies from the users’ perspective. (2) We need to find a way to distinguish between true redundancies and false redundancies, which needs further study.

### 6.3 Side-Effects of Feature Redundancy

Feature redundancy on a smartphone may bring many undesired side-effects, including occupying extra resources, wasting network traffic and consuming battery, etc.

Take weather forecast as an example, besides extreme cases, users usually only check weather information from the same app or widget, no matter how many apps check weather regularly. Thus checking weather forecast is a typical “true” redundancy, which not only wastes network data and power, but provides absolutely no valuable information.

Other redundant features such as app management and news services also involve wasted CPU and battery. In this paper, we did not calculate the wasted battery for each case, but it may be possible to do so once we understand the extent and frequency of the redundant operations.

### 6.4 Redundancy Elimination

As more and more apps are developed, we expect that the extent of feature redundancy is going to become worse in the future. Thus we need to consider remedy solutions to the feature redundancy problem.

Although it is recommended that users should remove those bloatware that are useless and merely wasting memory and other resources, many apps on smartphones are still useful apps, but they have been injected too many unwanted features. Simply uninstalling these apps is a straightforward, but no so effective, solution, as finding replacement for their main features are not always possible.

There are two types of redundancy: **unnecessary features** such as checking weather information, or **scattered features** such as app management and messaging services. Different redundant features may need different types of treatment. For example, unnecessary features such as weather information are mostly “true” redundancy and we typically only need to keep one weather forecast service on a smartphone.

Redundant features such as app management are different. We may need to manage and update each and every app on the phone, but we do not want each app to check for their own updates or even updates for all apps. One possible solution to this issue is **feature consolidation**, where we have a central service to control the update of all apps on a smartphone. Although Google recently requires all apps installed from Google Play can only update themselves through Google Play, it does not require apps installed from other parties to do the same. One we consolidate the feature in one single service, it will eliminate the extra checks, saving valuable network data and battery power as well.

For services such as email/messaging, it is a bit more complicated. We do not need multiple apps to check new emails from the same accounts, however messaging services are provided through different apps and their proprietary services. In the latter case, social network apps are one of the biggest power consumers on a smartphone. Even it is difficult to consolidate these services, it is still possible to apply power saving techniques such as network traffic delay [3, 5, 12], which can group all non-emergent network accesses to save network connection energy.

### 7 CONCLUDING REMARKS

This paper raises the issue of feature redundancy in mobile apps installed on a smartphone. With a feature identification method that is able to uncover common features from popular apps with a high accuracy, we studied the extent of feature redundancy in a large-scale dataset. Experimental results show that feature redundancy is prevalent on real smartphones, with more than 85% of them containing some kind of feature redundancy. Some common features such as “app management” are redundant by a dozen times on average. For the six common features we studied, all of them are redundant on at least half of the smartphones. User survey shows that about half of the redundant feature are indicated as unnecessary by smartphone users.

Our work represents the first step to understand feature redundancy on smartphones. We will investigate the issues and implications further in our future work and hope it will benefit both mobile users and app developers, while helping contribute towards a better mobile app ecosystem.
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