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Abstract—Software refactoring is to improve readability, maintainability and expansibility of software by adjusting its internal structure, whereas the external behaviors of software are not changed. Although software refactoring should not change the external behaviors of software systems, they might make a regression test case obsolete (with syntax and runtime errors) or fail. People have investigated which refactorings had an influence on regression test case. However, how test cases are influenced by refactorings and what kind of errors might be introduced remain unknown. To this end, in this paper, we proposed an approach to analyze refactorings’ impact on regression test cases. On one hand, we analyzed why regression test cases failed. On the other hand, we analyzed the influence of refactorings on software interfaces. Based on the analysis, we built up a mapping between refactorings and test case failure. Such a mapping can be used to guide test case repair automation where test cases are made obsolete by refactorings. The approach was evaluated on five open-source applications. Evaluation results suggest that the precision of the approach is greater than 80%.

I. INTRODUCTION

Software refactoring [1][2][3] is to improve readability, maintainability and expansibility of software by adjusting its internal structure whereas the external behaviors of software are not changed. The source code becomes complex, difficult to read or debug, and even harder to expand because of software modification caused by evolving requirements. Software refactoring has been widely used to delay the degradation effects of software aging and facilitate software maintenance [4][5][6]. Test case execution is a usual way to ensure software behavior preserving [7]. Test case is crucial for that it is relied on to determine whether a refactoring is applied correctly and the behavior of the production code is kept unchanged [3][8]. In Test Driven Development (TDD), it requires that test cases should be created or modified before writing or modifying source code. Software refactoring is a kind of special software modification. In TDD, software refactoring should follow the rule of “test first”. It means that a test case should be modified before refactoring could be finally applied to the corresponding source code. When a test case is modified, programmers need to refactor the source code to adapt to the test case. It ensures the correctness for continuous but small refactoring activities [9].

According to the definition, software refactoring requires that the external behaviors of software should be unchanged when modifying software internal elements. Nonetheless, they might make a test case obsolete (with syntax and runtime errors) or fail [10]. Test case is difficult to be repaired, especially in Test Driven Refactoring (TDR) [11]. Traditionally, after we perform refactoring, we can repair test case according to messages returned by compiler or debugger. But, in TDR, we can only revise a test case based on hypothesis how it would be affected by the upcoming refactoring. Thus, it makes the repair of the corresponding test case more difficult.

If we know how software refactoring impact on a test case, refactoring inference can be inferred according to primary modification on test cases. Consequently, refactoring can be accomplished and the test case can be repaired automatically.

To address the issue, published research [12][13][14] have analyzed the influence of refactoring on test cases. But, people only made some foundational studies on the issue such as which refactoring had an influence on regression test case. How test cases are influenced by refactorings and what kind of errors might be introduced remain unknown. What’s more, the research findings tend to rely on expert’s subjective conjecture. They lacked empirical evidence support.

To this end, we proposed an approach to analyze how refactoring impact on regression test cases. First, we analyzed why a test case failed. Second, we analyzed the impact of refactorings on software interfaces. Based on the analysis, we built up a mapping relationship graph which can be used to guide test case repair automation where test cases are made obsolete by refactorings. The approach was evaluated on five open-source applications. Evaluation results suggest that the precision of the approach is greater than 80%.

The rest of the paper is structured as follows: We illustrate a motivating example to show how refactoring impact on test case in section II. Section III proposes an approach to analyze the impact of refactorings on regression test cases. We carry out an evaluation of the approach on open-source applications in section IV. Section V presents an overview of related research. The conclusions drawn are provided in section VI.
B. Refactoring Influence on Software Interface

In this section, we focus on refactoring influence on software interface. Software refactoring provides an efficient and controlled code arranging technology. Although software refactoring requires that the external behaviors of software should not be changed, many of the refactorings do change an interface[3] as declared by Fowler.

III. Approach

A. Test Case Failure Analysis

Test case is used to validate source code. Test case runs in three steps in sequence: setting input data, calling and executing tested code and judging whether output is consistent with the expected result. Input data are one of the most important parts of the test case. Different data represent that the tested code runs in diverse scenarios. It includes parameters, local or global variables and IO data etc.. The expected result is the return value of tested code according to input data in ideal condition. Running test case is actually the process of comparing expected results with real output according to different input in turn and judging whether they are equal.

Software refactoring requires that the external behaviors of software should be unchanged. Therefore, the same test case should pass when it is used to test refactored code. But, as the example given in section 2, software refactoring may lead to failure of test case.

Information that is returned from testing framework reveals why the test case failed. We analyzed the collected information of test case failure and classified them according to external manifestation: (1) test case runs with an error or exception. The main cause of running error or exception is that refactoring alters the state of the relevant element (class, method, attribute etc.). These changes include name changes, location changes, type changes etc.. Therefore, test case cannot find or identify the changed element which leads to running or compiling error or exception. In motivation example, after performing Move Method refactoring, "bMethod" is moved from "NewClass" to "AttachedClass". Test case cannot find "bMethod" by instance of "NewClass" which leads to the compiling error. Other refactorings like Rename, Remove Parameter will also lead to the error; (2) the expected result and output are not consistent with each other. The main cause of the situation is that the form of the relevant element has changed. For instance, Replace Array with Object changes array into an object. The way we correct the error is to relocate the method call of "bMethod". After these modifications, source code and test case can run correctly. But, from Fig.2 we notice that the mapping relationship between source code and test case is not renewed yet, which would affect subsequent evolution and maintenance of the test code. For example, developers may not locate corresponding test cases by class names. Therefore, if we know how refactorings affect test cases, it can be used to guide test case repair automation.

Fig. 1. Before Refactoring

Fig. 2. After Refactoring

II. Motivation Example

To demonstrate that software refactoring may lead to failure of the test case, we present a motivating example, as depicted in Fig.1 and Fig.2. Fig.1 shows the state of source code and test code before refactoring. The source code consists of two classes, "OldClass" and "AttachedClass". Corresponding test classes are "testOldClass" and "testAttachedClass". Public methods ("aMethod", "bMethod" and "cMethod") in source code have corresponding test methods ("testaMethod", "testbMethod" and "testcMethod") in test classes.

We perform refactoring operation on source code as follows steps. (1) Rename Class: Change Class name "OldClass" to "NewClass"; (2) Move Method: Move "bMethod" from "NewClass" to "AttachedClass". The state of source code is changed, as depicted in Fig.2.

If we don’t revise the test case, test framework would return a message like "OldClass is undefined". Only if the instance type of "OldClass" is replaced by "NewClass", the test case can pass. Then, another message will be returned like "bMethod does not exist", which is due to moving "bMethod" from "NewClass" to "AttachedClass". Therefore, "testbMethod" cannot invoke "bMethod" by the instance of "NewClass". The way we correct the error is to relocate the method call of "bMethod". After these modifications, source code and test case can run correctly. But, from Fig.2 we notice that the mapping relationship between source code and test case is...
In Java programming, interface is an abstract type. It cannot be instantiated and must be implemented by classes, thus conceals the implementation of itself. Interfaces realize multiple inheritance. A Java class may implement, and an interface may extend, any number of interfaces. Therefore, when an interface is changed, all the classes who implement the interface would be affected.

In regression test, interface changes are the primary causes of test case failure. A very small change in interface will affect many test cases. As mentioned above, refactorings would change interfaces. When we refactor, we change source code in three ways: adding element, removing element and adjusting element. In this place, element refers to software element, including field, method, class, package, even part of the source code. These operations affect the way of accessing software elements, thus affect software interface.

Fowler [3] proposed 72 refactorings in his book. Big refactorings, including Convert Procedural Design to Objects, Separate Domain from Presentation, Tease Apart Inheritance, and Extract Hierarchy, are composed of other smaller refactorings. The impact of big refactorings on software interface can be evaluated by the effect of a series of other smaller refactorings. Therefore, we do not take account of these big refactorings.

We analyzed the description and examples of refactorings in [3]. The way in which source code changes are specified into 14 categories according to refactoring intention, change form and range of software elements. Refactorings are classified based on these characteristics. The categories are outlined in Fig.4. The classified refactorings are listed in Table I.

As can be seen from Fig.4 and Table I the proportion of refactorings which change source code only by adding or removing elements is small. Most of refactorings use more complex operation to adjust source code. However, in fact, some refactorings which belong to adjusting element are kinds of adding or removing element synchronously.

For example, refactorings, belonging to moving element, remove element from original position and add such element to objective position at the same time; Refactorings, belonging to disassembling element, split one element into two or more elements, which increases the element number; On the contrary, refactorings, belonging to combining element, combine two or more elements into one element, which decreases the element number. To simplify the analysis, these refactorings are no longer considered in other categories repeatedly.

According to the detailed explanation of the refactoring and accompanying examples, we classify the refactorings into...
two types based on whether they have an impact on software interfaces. Refactorings are labeled in Table I where type I shows that it has no effect on the interface. While type II means it can affect the interface.

From Table I, eighteen types of refactorings do not affect interface. They fall within three categories: adding verification condition, reorganizing method and simplifying code. Most of these refactorings only adjust the code inside a method and won’t affect the output of the method. Therefore, they won’t affect the interface. Other refactorings involve method invocation, such as extract method. When part of the code was encapsulated and moved to another position, a reference of the new method would be remained at the original position. Thus has no influence on the interface. Except for these, refactorings in other characteristic categories would affect the interface.

Characteristics of categories where refactoring would affect the interface are explained as below:

1. Adding parameter. The number of parameter changes which lead to the change of interface.
3. Removing parameter. It is the same as (1).
4. Removing method. The original method is deleted. The corresponding interface cannot be used.
5. Moving element. Element is moved from original position to objective position. The original interface cannot be used.
6. Changing access purview. The visibility of the element is changed, which can be accessed indirectly.

(7) Changing access path. The access relationship between two elements is altered. The original interface cannot be used.
(8) Replacing element. The original element is replaced by other types. The original interface cannot be used.
(9) Disassembling element. One element is split into two or more elements. The original interface cannot access several elements at the same time.
(10) Renaming element. The name of the element is changed, which cannot be found through original interface.
(11) Combining element. Two or more elements are combined into one element, which cannot be accessed through original interface.

C. Mapping Relationship

According to analysis mentioned above, we got a set of test case failures (Fig.3) and a set of ways by which refactoring affect software interfaces (Fig.4). We combine the two parts and built up a mapping between refactorings and test case failure. Such a mapping can be used to guide test case repair automation where test cases are made obsolete by refactorings.

We have accomplished the mapping relationship graph to show all 68 refactorings and their impacts on regression test cases. However, the size of the graph precludes its inclusion in this paper. It is attached in the appendix. Characteristics of refactorings are used as a link to associate refactorings with test case failure. Connections between refactorings and test case failure indicates “a refactoring may lead to what kind of test case failure.”

<table>
<thead>
<tr>
<th>Form</th>
<th>Characteristics</th>
<th>Refactoring</th>
</tr>
</thead>
<tbody>
<tr>
<td>Adding</td>
<td>Adding Parameter</td>
<td>Add Parameter(II)</td>
</tr>
<tr>
<td>Element</td>
<td>Adding Verification Condition</td>
<td>Introduce Assertion(I)</td>
</tr>
<tr>
<td></td>
<td>Adding Method</td>
<td>Introduce Foreign Method(II), Introduce Local Extension(I)</td>
</tr>
<tr>
<td></td>
<td>Removing Parameter</td>
<td>Remove Parameter(II)</td>
</tr>
<tr>
<td></td>
<td>Removing Method</td>
<td>Remove Setting Method(II)</td>
</tr>
<tr>
<td></td>
<td>Reorganizing Method</td>
<td>Extract Method(I), Replace Temp with Query(I), Replace Method with Method Object(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Introduce Explaining Variable(I), Substitute Algorithm(I), Split Temporary Variable(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Remove Assignments to Parameters(I), Inline Method(I), Remove Control Flag(I)</td>
</tr>
<tr>
<td></td>
<td>Simplifying Code</td>
<td>Decompose Conditional(I), Consolidate Conditional Expression(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Introduce Null Object(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Consolidate Duplicate Conditional Fragments(I), Replace Condition With Polymorphism(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Introduce Assertion(I), Replace Nested Conditional With Guard Clauses(I), Inline Temp(I)</td>
</tr>
<tr>
<td></td>
<td>Moving Element</td>
<td>Move Method(I), Inline class(I), Pull Up Method(I), Extract class(I), Move Field(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Form Template Method(I), Push Down Method(I), Pull Up Constructor Body(I), Pull Up Field(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Extract Superclass(I), Push Down Field(I), Extract Interface(I), Extract Subclass(I)</td>
</tr>
<tr>
<td></td>
<td>Changing Access Purview</td>
<td>Self Encapsulate Field(I), Encapsulate Downcast(I), Replace Constructor with Factory Method(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Change Unidirectional Association to Bidirectional(I), Encapsulate Collection(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Change Bidirectional Association to Unidirectional(I), Hide Method(I), Encapsulate Field(I)</td>
</tr>
<tr>
<td></td>
<td>Changing Access Path</td>
<td>Hide Delegate(I), Replace Delegation with Inheritance(I), Replace Inheritance with Delegation(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Remove Middle Man(I)</td>
</tr>
<tr>
<td></td>
<td>Replacing Element</td>
<td>Replace Type code with State/Startegy(I), Replace Magic Number with Symbolic Constant(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Replace subclass with Fields(I), Replace Type code with Class(I), Replace Error Code with Exception(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Replace Array with Object(I), Replace Data value with Object(I), Replace Record with Data Class(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Change Reference to Value(I), Replace type code with subclasses(I), Change Value to Reference(I)</td>
</tr>
<tr>
<td></td>
<td>Disassembling Element</td>
<td>Duplicate Observed Data(I), Separate Query from Modifier(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Replace Parameter with Explicit Methods(I)</td>
</tr>
<tr>
<td></td>
<td>Renaming Element</td>
<td>Rename Method(I)</td>
</tr>
<tr>
<td></td>
<td>Combining element</td>
<td>Parameterize Method(I), Introduce Parameter Object(I), Collapse Hierarchy(I)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Preserve Whole Object(I), Replace Parameter with Methods(I)</td>
</tr>
</tbody>
</table>
According to the mapping relationship graph, when we need to revise test cases before refactoring, we should follow the steps below: First, confirm the type of refactoring being performed. Second, find the characteristic of the refactoring and how it affects the software interface. Then, find out possible external manifestation of the test case failure in term of the characteristic. Last, revise test cases based on the causes of test case failure.

IV. Evaluation

To evaluate the proposed approach, we conducted an evaluation with open-source applications.

A. Experimental Setup

<table>
<thead>
<tr>
<th>Project</th>
<th>Version</th>
<th>Number of Class(NOC)</th>
<th>Line of Code(KLOC)</th>
<th>Number of Test case(NOC)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ant</td>
<td>1.7.0</td>
<td>778</td>
<td>93.8</td>
<td>287</td>
</tr>
<tr>
<td></td>
<td>1.8.4</td>
<td>841</td>
<td>105.1</td>
<td>308</td>
</tr>
<tr>
<td>Maven</td>
<td>2.2.1</td>
<td>286</td>
<td>23.3</td>
<td>95</td>
</tr>
<tr>
<td></td>
<td>2.2.1</td>
<td>284</td>
<td>105.1</td>
<td>102</td>
</tr>
<tr>
<td>Struts</td>
<td>2.3.4</td>
<td>1520</td>
<td>109.3</td>
<td>36</td>
</tr>
<tr>
<td></td>
<td>2.3.4</td>
<td>1535</td>
<td>110.2</td>
<td>369</td>
</tr>
<tr>
<td>Lucene</td>
<td>3.1.0</td>
<td>1220</td>
<td>141.9</td>
<td>610</td>
</tr>
<tr>
<td></td>
<td>3.6.0</td>
<td>1642</td>
<td>234.7</td>
<td>870</td>
</tr>
<tr>
<td>Spring Framework</td>
<td>3.0.2</td>
<td>3181</td>
<td>177.0</td>
<td>977</td>
</tr>
<tr>
<td></td>
<td>3.0.7</td>
<td>3240</td>
<td>183.1</td>
<td>1000</td>
</tr>
</tbody>
</table>

Subject applications are shown in Table II. These applications are open-source applications available at Apache [15] or SourceForge [16].

Ant is a Java library and command-line tool whose mission is to drive processes described in build files as targets and extension points dependent upon each other.

Maven is a software project management and comprehension tool based on Project Object Model(POM).

Struts is an open source framework for building Java web applications, and can be integrated with other technologies to provide model and view.

Lucene is a high-performance, full-featured text search engine library written entirely in Java.

Spring Framework is an open source application framework and inversion of control container for the Java platform.

For each application, two major release versions were selected (Ant_version 1.7.0/1.8.4, Maven_version 2.0.11/2.2.1, Struts_version 2.3.1/2.3.4, Lucene_version 3.1.0/3.6.0 and Spring Framework_version 3.0.2/3.0.7). Application introductions reveal that the five applications come from different domains, and were developed by different developers. The size of applications varies from 24.8KLOC to 234.7KLOC.

All versions of the applications are stable released. Selected applications may help generalize the conclusions.

A well-known and publicly available refactoring identification tool, RefactoringCrawler[17], is used in the evaluation. RefactoringCrawler is used to identify refactorings between two versions of production code. It has been reported that the recall of the tool on EclipseUI and Struts reached to 86% [17]. RefactoringCrawler can identify seven types of refactorings, including Rename Class(RC), Rename Method(RM), Rename Package(RP), Move Method(MM), Pull Up Method(PUM), Push Down Method(PDM) and Change Method Signature(CMS).

The evaluators are doctoral students who major in software engineering. For each application, the evaluation follows the following process:

1. RefactoringCrawler was applied to mine the refactoring history from the application code.
2. Selecting relevant test case according to mined refactorings.
3. Applying test case in former version to refactored source code.
4. Recording execution results and comparing it with mapping relationship graphs.
5. Counting the comparison results and calculating accuracy.

In the evaluation, when evaluator finished running one test case, the testing result showed whether and why the test case failed. Evaluator recorded the result and compared it with mapping relationship graph to find whether the result was consistent with the expected result. The comparison result was classified into two groups: (1) The test result is consistent with the expected result (marked Cons*); (2) The test result is inconsistent with the expected result (marked InCons*).

B. Result and Analysis

<table>
<thead>
<tr>
<th>Project</th>
<th>RC</th>
<th>RM</th>
<th>RP</th>
<th>MM</th>
<th>PUM</th>
<th>PDM</th>
<th>CMS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ant</td>
<td>1</td>
<td>2</td>
<td>0</td>
<td>9</td>
<td>31</td>
<td>0</td>
<td>30</td>
</tr>
<tr>
<td>Maven</td>
<td>1</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>15</td>
</tr>
<tr>
<td>Struts</td>
<td>3</td>
<td>3</td>
<td>56</td>
<td>5</td>
<td>0</td>
<td>0</td>
<td>14</td>
</tr>
<tr>
<td>Lucene</td>
<td>0</td>
<td>0</td>
<td>3</td>
<td>7</td>
<td>0</td>
<td>0</td>
<td>18</td>
</tr>
<tr>
<td>Spring Framework</td>
<td>0</td>
<td>1</td>
<td>2</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td>49</td>
</tr>
</tbody>
</table>

Information of refactoring mined from the applications by RefactoringCrawler is listed in Table III. Seen from Table III, six kinds of refactoring data were collected. Only PDM was not found in the applications. In addition, we separated two kinds of refactoring: Add Parameter(APM), Remove Parameter(RPM), from CMS. The comparison between test case running result and expected result is listed in Table IV. As we can see from Table IV, the total number of refactoring mined from five applications is 64, 26, 81, 28 and 51 respectively. The corresponding consistent result is 56, 13, 70, 23 and 46. The precision is 87.5%, 81.3%, 86.4%, 82.1% and 90.2% respectively.
Seen from Table IV, different number of refactorings suggest that refactoring emphasis in each project is different. We analyzed the instance where the testing result is inconsistent with the expected result. The analysis results show that two main cases lead to the disagreement between testing result and the expected result: composite refactoring and chain refactoring. (1) Composite refactoring refers that two or more refactorings are applied to the same class or code. For example, in project Ant, mined refactoring shows that method `isFilesystemOnly()` is moved from `org.apache.tools.ant.types.resources.CompressedResource` to `org.apache.tools.ant.types.resources.MappedResourceCollection`. `MappedResourceCollection` is a new class in the latter application version and does not exist before refactoring. The class is created as a result of performing refactoring extract class, while move method is just one step of extract class. Similarly, in the same project, mining result shows that refactoring add parameter is performed on method `doReport(PrintStream)` in `org.apache.tools.ant.Diagnostics`. In fact, the method body is first extracted from `doReport(PrintStream)`. Based on the newly created class, while move method is just one step of extract class. (2) Chain refactoring means that two kinds of refactorings are connected with each other, namely, one refactoring will affect the other refactoring. For example, in project Maven, two methods: `createLocalArtifact(String, String)` and `createArtifact(Artifact, ArtifactRepository)` were in `org.apache.maven.artifact.AbstractArtifactComponent`. Method `createArtifact(Artifact, ArtifactRepository)` was invoked by `createLocalArtifact(String, String)`. In process of refactoring, the two methods were refactored. `createArtifact(Artifact, ArtifactRepository)` was changed to `createLocalArtifact(String, String)` and `createLocalArtifact(String, String)` was changed to `createLocalArtifact(String, String)`. The relationship of invocation is not changed, viz. , method `createArtifact(Artifact, ArtifactRepository)` is still invoked by `createLocalArtifact(String, String)`. In the same way, in project Lucene, two methods: `retrieveInterestinglyTerms(Reader)` and `retrieveTerms(Reader)` were in `org.apache.lucene.search.similar.MoreLikeThis`. Method `retrieveTerms(Reader)` was invoked by `retrieveInterestinglyTerms(Reader)`. In process of refactoring, the two methods were refactored. `retrieveTerms(Reader)` was changed to `retrieveTerms(Reader, String)` and `retrieveInterestinglyTerms(Reader)` was changed to `retrieveInterestinglyTerms(Reader, String)`. The relationship of invocation is not changed, viz. , method `retrieveTerms(Reader, String)` is still invoked by `retrieveInterestinglyTerms(Reader, String)`. Due to the composite refactoring and chain refactoring, the effect of refactoring on test case is complicated which makes the testing result is inconsistent with the expected result.

To validate the effectiveness and extensibility of the experimental result to other applications and refactorings, we used statistical methods to analyze the experimental result. We calculated precision of each kind of refactoring (precision = Consistent / (Consistent + Inconsistent)). First, we analyzed whether the experimental result was applicable to other refactorings. Second, we analyzed whether different applications would affect the experimental result. Statistics are presented in Table V~VIII.

### Table IV

**Comparison between Test Running Results and Expected results**

<table>
<thead>
<tr>
<th>Refactoring</th>
<th>Ant</th>
<th>Maven</th>
<th>Struts</th>
<th>Lucene</th>
<th>Spring Framework</th>
</tr>
</thead>
<tbody>
<tr>
<td>RC</td>
<td>Cons*</td>
<td>Cons*</td>
<td>Cons*</td>
<td>Cons*</td>
<td>Cons*</td>
</tr>
<tr>
<td>RM</td>
<td>2</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>RP</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>MM</td>
<td>8</td>
<td>1</td>
<td>0</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>PM</td>
<td>28</td>
<td>3</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>APM</td>
<td>17</td>
<td>6</td>
<td>5</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>RPM</td>
<td>7</td>
<td>2</td>
<td>6</td>
<td>2</td>
<td>0</td>
</tr>
<tr>
<td>Total</td>
<td>56</td>
<td>8</td>
<td>13</td>
<td>3</td>
<td>0</td>
</tr>
<tr>
<td>Precision</td>
<td>81.3%</td>
<td>81.3%</td>
<td>86.4%</td>
<td>82.1%</td>
<td>90.2%</td>
</tr>
</tbody>
</table>

Table V shows statistics of individual refactoring accuracy. As showed in Table V, refactorings mined from five applications are regarded as 40 samples according to different types. The average precision of a single type refactoring is 0.936425. Table VI shows the single sample test of the data. From Table VI, we can find that p = 0.000<0.05. The result shows that there are no significant differences between different type of refactorings. Therefore the experimental result is applicable to other refactorings.

Table VII shows the basic descriptive statistics of experimental result in each application. The average precision calculated by the experimental result where refactorings are mined from Spring Framework is the highest, 0.973500.
average precision calculated by the experimental result where refactorings are mined from Struts is the lowest, 0.909500. From Table VIII, the observation value $F = 0.547$, $p = 0.702 > 0.05$. Result shows that refactoring data collected from different applications have no significant difference in statistics. Therefore, the experimental result is applicable to other applications. Different applications would not affect the experimental result.

**C. Threats to Validity**

A threat to internal validity is that analysis for each refactoring is based on the description and accompanying examples in [3]. As we know that people have also proposed some other refactorings, but refactorings which were proposed by Fowler have been widely accepted in industry and academe. Therefore, we mainly discussed the 68 refactorings in Fowler’s book. Fowler described the refactorings with motivation and mechanic, most of the refactorings are accompanied by examples. But the examples cannot include all the code condition. Refactoring may lead to different influence on the interface according to different code environment. For example, inline method, as described in [3], it only needs to move the method’s body into the body of its callers and remove the method which won’t affect the interface. But, if the method is also used by other methods outside the class, the interface will be affected. The corresponding test case will be a failure. Therefore, the influence of refactoring should be analyzed according to actual code environment.

Another threat to internal validity is that we regard that the failure of test case is only caused by refactorings but not software errors. In the evaluation, the selected projects are well-known applications in Java. The evaluated versions of projects are stable released and must be fully tested before publication. This can ensure the correctness of the refactorings which would not lead to software errors. Furthermore, evaluators only applied test code of first version to the latter version of source code and did not revise the code. Therefore, we regard that the failure of test case is only caused by refactorings but not software errors.

The last but not least threat to internal validity is that the evaluation was carried out by doctoral students. Although they are familiar with refactoring, their experience in software engineering is not rich enough. However, in the evaluation, most of the work was accomplished by the tool, which prevents the results from being affected by subjective factors.

A threat to external validity is that different projects may have certain specific characteristics (such as specific refactoring emphases). It is possible that different results could be obtained from different sets of software elements. To reduce the effect, we carried out the evaluation on five applications from different domains, developed by different developers. The size of the projects varies from 24.8KLOC to 234.7KLOC. It helped generalize the conclusions.

Another threat to external validity is that only seven types of refactoring are discussed in the evaluation. However, they are basically subtypes of 2 categories: “moving element” and
V. RELATED WORK

Opdyke [1] first proposed refactoring in his doctoral dissertation. He proposed 23 kinds of primitive refactorings and proved that if the refactoring meets the preset conditions, the program behavior would be invariant. Based on [1], Roberts [18] proposed post condition assertions and he proved that in order to ensure the legality of a particular refactoring, it must meet its behavior preserving criteria which include both pre and post conditions. Fowler [3] improved the content of refactoring and proposed 72 types of refactorings. He explained the refactoring with a detailed description and examples which make refactoring is widely adopted and used.

Deursen et al. [12] explored the relationship between unit testing and refactoring. They proposed the notion of test-first refactoring and extended the refactoring guidelines to handle test code adaptation. They proposed that the refactoring can be categorized as compatible, backwards compatible, make backwards compatible, and incompatible. They [13] composed a set of specific test refactoring to improve tests. For each test smell, they gave a solution, using either a potentially specialized variant of an existing refactoring from [3] or one of the dedicated test refactoring.

Counsell et al. [14] evaluated testing taxonomy proposed by Deursen et al. [13]. They developed a refactoring dependency graph for Fowler’s catalogue [3]. After they analyzed the interdependencies of the refactoring categories, they preferred that only 8 refactorings are "compatible". The rest refactorings that use "incompatible" refactoring will affect test case. They [19] considered the composition of refactorings an under-researched area. They have also suggested an extension to the Fowler’s refactoring guidelines to address test code adaptation. They extend this work by analyzing the different paths in the dependency graph and their effect on eradicating the bad smells from the code.

Basit et al. [20] analyzed the effect of refactoring on source code and test code and preferred that the test code is special. They thought that accompany with refactoring, revising test code is special and it is different from revising source code, such as migrating test method, naming test method etc. their analysis showed that current refactoring guidelines cannot take a full guide for user to repair test code. Further studies are needed in order to improve it. They [21] later evaluated extended refactoring guidelines and the experiment result showed the judge the usability and effectiveness of the extended guidelines for Move Method refactoring.

Thies and Bodden [22] proposed a tool, RefaFlex, towards the refactoring of Java programs. The tool uses a dynamic program analysis to log reflective calls during test runs and then uses this information to proactively prevent the programmer from executing refactorings that could otherwise alter the program’s behavior.

Pipka in his work [17] focuses on test-first practice of Extreme Programming (XP). He describes the adaptation of unit tests with respect to the target refactoring prior to the refactoring process called Test-First Refactoring (TFR). Jiau and Chen [11] proposed the concept of test driven refactoring (TDR), which requires that the developer finishes test adaptation before applying refactoring. A tool, Refiner, was proposed to infer refactoring from test code changes. In both cases, the validity of refactoring is confirmed through modified unit tests. These approaches fit well in Extreme Programming and agile modes of development.

Dinh-Trong et al. [23] proposed a scope-based test coverage criterion which is based on refactoring’s scope of impact. An example is illustrated to show how to use the new test coverage criteria for assessing the adequacy of refactoring tests. Kropp and Schwaiger [24] developed a tool which allows the generation of the complete fit test code and test specification based on existing code. The tool also includes automatic refactoring of test data when refactoring production code and vice versa, when changing the fit test specification, it also updates production code accordingly. It reduces the maintenance effort of fit tests in general. Mongiovì [25] proposed a tool, called Safira, to evaluate whether a transformation is behavior preserving. The tool generates a test suite focusing on exercising only the entities impacted by a transformation. Safira was also used in the refactoring context to assist developers in refactoring activities by yielding a test case whenever it detects a behavior change.

Walter and Pietrzak [26] proposed the concept of generalization refactoring test. They proposed an approach to automatically generate test case according to the changes caused by refactoring. Chu et al. [27] proposed a four-phase approach to guide the construction of the test case refactoring for design patterns. They used some well-known design patterns and evaluate its feasibility by means of test coverage. Daniel et al. [28] proposed a white-box approach to repair test script caused by gui refactoring. They used GUI refactorings as a means to encode the evolution of the GUIs and used the recorded refactorings to change the GUI code and to repair test cases.

VI. CONCLUSION

Software refactoring, as an efficient method to improve software quality, has become one of the key activities for software development and maintenance. Although refactoring requires that the external behaviors should not be changed, it may lead to changes of software interface which would in turn fail the original test cases. To insur e the correctness of refactoring, test case should be repaired. Published research has analyzed the influence of refactoring on a test case. But, people only made some foundational studies on the issue such as which refactoring had an influence on regression test case. How test cases are influenced by refactorings and what kind
of errors might be introduced remain unknown. What’s more, research findings tend to rely on expert’s subjective conjecture. They were not supported by empirical evidence.

To this end, in this paper, we proposed an approach to analyze refactorings’ impact on regression test cases. On one hand, we analyzed why regression test cases fail. On the other hand, we analyzed the influence of refactorings on software interfaces. Based on the analysis, we built up a mapping between refactorings and test case failure. Such a mapping can be used to guide test case repair automation where test cases are made obsolete by refactorings. The approach was evaluated on five open-source applications. Evaluation results suggest that the precision of the approach is greater than 80%.
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APPENDIX

Mapping Relationship between Refactoring and Test Case Failure

Add Parameter: Adding Parameter

Parameter Mismatched
No Such Method
Instantiation Error

No Such Method
Class Not Defined
Assignment Mismatched with Variable Type
Class Not Found
Class Cast Error
Instantiation Error

Removing Parameter: Parameter Mismatched
No Such Method
Instantiation Error

Removing Method: No Such Method
Access Error

Adding Verification Condition: Moving Element

Class Not Defined
Class Not Found
Class Cast Error
Instantiation Error
Incompatible Class
Change Error
Access Error
Linkage Error

Removing Method: No Such Method
Access Error

Changing Access Path: No Such Method
Access Error
Incompatible Class
Change Error
Linkage Error

Replacing Element: No Such Method
Access Error
Uninitialized Variable
Asset Failed

Deassembling Element: No Such Method

Renaming Element: No Such Method

Combining Element: No Such Method

Parameter Mismatched
No Such Method
Class Not Defined
Assignment Mismatched with Variable Type
Class Not Found
Class Cast Error